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Executive summary

This document represents interim progress of the REASSURE consortium towards the goal of flexible
evaluation methods that are usable by non-domain experts.

We begin by clarifying what we mean by automation: the facility to perform a task with a minimum of
user input and interaction (expert or otherwise). This implies that the necessary parameters for a sound,
fair and reproducible analysis are derived or estimated from the available data as far as possible. It also
requires that the assumptions and limitations of the analysis be made transparent in the output, in order to
guide (potentially non-expert) users towards sound conclusions.

Deliverable 1.1 identifies three main components of a typical evaluation process: measurement and (raw)
trace processing, detection/mapping, and exploitation. These seldom proceed in a linear workflow, as
information gained in later steps is used to repeat and refine earlier steps. For example, it can be hard to
confirm the suitability of acquired traces without actually performing some sort of detection or attack, so
that the measurement stage may need to be revisited in the light of observed outcomes. Such backtracking
creates challenges for automation, in particular implying the need for improved quality metrics at every
stage of evaluation — a matter of ongoing investigation.

On the basis that detection and mapping tasks are the most promising for automation, we then provide
a more detailed account of statistical hypothesis testing and of how to perform the multiple comparison
corrections and statistical power analyses required to carry out such procedures fairly and transparently.
In the case of leakage detection strategies based on simple assumptions, such as those relying on ¢-
tests, it is possible to arrive at analytical formulae for the latter; for complex methods, such as those
estimating information theoretic quantities, the only options currently available (as far as we are aware)
involve referring to empirically-derived indicators from (hopefully) representative scenarios. A number of
currently used methods (in particular, those based on ANOVA-like tests, and those based on correlation)
sit in a middle ground, where the side-channel literature has not yet fully explored the solutions already
proposed in the statistics literature. This represents an avenue for future work, which could potentially
make it possible to safely automate a wider range of tests, as well as providing insights into the trade-offs
between them.

We discuss the particular challenges of extending known results for univariate, ‘first order’ leakages to the
sorts of higher-order univariate and multivariate leakages arising from protected schemes. Tricks to ‘shift’
information into distribution means via pre-processing inevitably violate the assumptions which make the
statistical power analysis of ¢-tests straightforward. Meanwhile, unless evaluators have control over (or at
least access to) any randomness, as well as sufficient details about the implementation specification, the
task of searching for jointly leaking tuples can quickly become infeasible as the leakage order increases.
We consider that more work needs to be done from a basic methodological perspective before higher-order
detection can realistically be considered a candidate for automation.

Finally, we propose that there exists a need to devise measures of ‘coverage’, inspired by the notion
of code coverage in software testing. We offer some suggestions of what this might look like: input-
based scores indicating the proportion of the total population sampled for the experiment (under different
assumptions about the form of the leakage); intermediate value-based scores indicating the fraction of
total sensitive intermediates targeted by the tests; or even strategies whereby profiling information is used
to design and test specific corner cases.

We intend to make the formal definition of coverage metrics an avenue for exploration during the remain-
der of the project, along with other outstanding questions identified in this document. A future deliverable
(D2.5) will report on progress made to that end, and finalise our findings and recommendations.
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Figure 1: The three components comprising a typical evaluation, and the interactions between them.

1 Introduction

The overarching goal of work package (WP) 2 is to create flexible evaluation methods that are usable by non-
domain experts. This can be achieved by addressing a number of objectives. The first objective is to research
shortcut formulae that enable early statements about the security of an implementation against some side-
channel attacks. The second objective is to develop some generic leakage assessment methods and to assess
the feasibility of automating some evaluation steps/techniques such that they could be offered as a remote (e.g.
cloud based) service. The third objective is to create a robust statistical methodology to characterise existing
devices with the aim of building accurate leakage simulators. The fourth objective is to research the types
of statements that can meaningfully be made following the automated analysis of simulated leakages (i.e. the
combination of the second and third goal).

This deliverable is concerned with the second of these objectives: investigating which steps (of a typical
evaluation process) lend themselves for automation. Task 1.1 is primarily concerned with identifying those
common tasks in evaluations, which D1.1 lists as follows:

M: Measurement and (raw) trace processing. This step consists of the physical set-up (including measurement
boards, any necessary alterations to the device under attack, selection of probes, amplifiers, etc.) as well
as the processing of the (raw) traces as acquired by the digital oscilloscope (e.g. software filters, feature
selection methods)

D: Detection and mapping of leakages. This step consists of determining whether or not information pertaining
to sensitive data-dependent variables are present in the traces. Depending on the evaluation context, this
step also consists of mapping the identified leaks to specific intermediate values, with the aim of providing
specific feedback to the designer.

A: Attacks and exploitation of leakages. This step consists of conducting concrete attacks. The current state
of the art includes profiled and unprofiled attacks (profiled attacks entail a preliminary stage in which
leakage models for specific intermediate values are estimated from a training data set).

These steps are part of a complex process which, as Fig. [I] illustrates, is seldom linear. For instance it
is not uncommon that, following an unsuccessful (or even a successful) attack (A) an evaluator elects (or is
required by the certifier) to revisit the measurement setup of raw trace processing (IM). This then leads to a
costly iteration over all subsequent steps in the evaluation process. Similar ‘backtracking’ is indicated by the
other arrows that lead from the ‘end’ of the evaluation (i.e. a successful attack) back towards earlier steps. The
fact that such backtracking is required also hints towards a possibly important problem that we face in our
endeavour to automate steps in M and D: the quality of the results of these steps is often only judged by the
results of attacks at the end. This hints towards an absence of useful quality metrics for these earlier steps — a
key lack that would need to be addressed in order to automate them.

©OREASSURE consortium 2017 Page 6
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2 Considering automation

The automation of a task implies that it is able to be performed with a minimum of user input and interaction.
Ideally, then, the necessary parameters for a sound, fair and reproducible analysis should be derived or estimated
from the available data as far as possible. Since evaluation tasks are predominantly of a statistical nature, this
especially means that a procedure should be in-built with the facility to properly control the error rates of
detection tests via (e.g.) automated computations to derive the required number of traces, and adjustments for
multiple tests. In addition, some tasks require judgements to be made about the quality of an interim result
before that result can be safely used as input to follow-on tasks. This calls for trustworthy quality measures
appropriate to each step. Finally, some user input will always be unavoidable; we need to be precise about the
level and nature of available expertise assumed by the automated parts of the procedures.

An important aspect of ‘safe’ automation is that the assumptions and scope of the analysis be made transpa-
rent in the output, so that conclusions drawn (potentially by non-experts) remain within the implicit limitations
of the methods adopted. For evaluation tasks, this means reporting (e.g.) the power of the tests in representa-
tive circumstances (see Sec. [3.1)), and perhaps some measure analogous to ‘coverage’ in software testing (see
Sec.[3.4).

In the remainder of this section we will overview the challenges and opportunities for automation in all
three evaluation stages as identified above. In Sec. [3|we will examine in more detail the particular requirements
in the detection and mapping stage, as this is the one with most scope for automation.

2.1 Measurements and (raw) trace processing
2.1.1 Measurements

Trace acquisition, even with the help of designated tools such as Riscure’s Inspector [38]], typically involves
manual set-up of the equipment as well as considerable input and feedback from the user in order to fine-tune
it. In evaluations where the product developers have provided detailed specifications of the device under tes-
ting (DUT; we call these ‘white-box’ evaluations, by analogy to white- versus black-box software testingﬂ),
some of the information needed to take good quality measurements (such as the clock rate and other important
frequencies) are known already, which reduces the involvement of the analyst. Usually, at least some of the
characteristics of the implementation are unknown a priori and must be learned from preliminary measure-
ments. For example, spectrum analysis can be used to find the important frequencies; pattern recognition can
be used to locate the region of the trace associated with cryptographic operations, and guess at the cipher and
possible countermeasures (if unknown); the level and range of the side channel must be observed in order to
choose the resolution and offset which captures it at the appropriate granularity and without clipping; if taking
EM measurements, the surface of the chip needs to be searched in order to find the physical location of the
relevant activity. Only once these details have been learned can an evaluator choose the best parameters and
equipment (such as physical filters and amplifiers) to take measurements of a sufficient quality and quantity for
analysis.

Measurement is thus a process which entails considerable expertise as well as experimental trial-and-error.
It is possible to envisage elements of automation within the individual tasks:

* Peak recognition could be used to find interesting frequencies in spectra.

* Matching against pre-acquired (and labelled) pattern snippets could help identify interesting regions and
suggest possible activity.

* An EM probe could be provided with candidate coordinates to search and programmed to target ‘pro-
mising’ regions for taking larger acquisitions, based on preliminary on-the-fly analysis. (For example,
high levels of clock frequency activity might be a valid indicator that one is ‘not too far’ from exploitable
leakage).

* A rolling average could be fed back to the set-up to help automatically adjust the offset towards zero;
on-the-fly histograms could similarly be used to find a suitable resolution.

'Not to be confused with white-box cryptography.
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However, physical experiments are sufficiently unpredictable that it would be inadvisable to expect automated
tasks to arrive at a sensible configuration without (expert) human supervision.

Moreover, the (known) criteria for identifying ‘quality’ in the measurement stage are inadequate to confirm
whether or not the traces yield information about sensitive targets. This typically only becomes apparent once
leakage detection (D in Fig. [T) or attacks (A) have been attempted. In addition, the sample size (that is, the
number of traces) required to detect the information present depends on features which are not apparent in the
measurement stage and must be learned from further (or previous) analysis (see Section[3.1.2)). If the acquisition
proves unsuitable to the task (in either quality or quantity), the type of iterative backtracking described in
Section [I|becomes necessary.

If better metrics could be found to quantify trace quality independently of the (a priori unknown) leakage
form and content, then these could provide improved feedback in the measurement stage and so pave the way
for increased automation. One possible avenue, to our knowledge not yet explored directly in the context of
side-channel acquisitions, are the techniques of blind signal-to-noise ratio (SNR) estimation, which seek to
bypass the usual demands on the pre-characterisation of a signal before it can be measured 51} [33]]. However,
even if such an enhanced feedback mechanism could be developed, revisiting stage M in the light of lessons
learned by further analysis in stages D and A would likely always produce further gains.

Of course, once effective set-up parameters have been ascertained for a given implementation (and detecti-
on/attack task), it does then become possible to automate repeated experiments via appropriate configuration
scripts and test harnesses.

Simulations In some settings simulated traces can be used to test the leakage characteristics of a proposed
implementation on a previously-profiled device, in order to pre-empt vulnerabilities during the development
stage. Simulations can alternatively be performed simply to avoid the time and effort expended in taking
measurements. Tools such as ELMO for the ARM Cortex-MO [30] are able to emulate the data flow of an
arbitrary code sequence and to map this to trace predictions via a power model. This is a naturally automatic
process requiring as input only the code in a form readable to the tool, profiled model(s) for the form of
the leakage (although this might be considered a built-in aspect of the tool), and the number of traces to be
generated. Note that the ‘quality’ of simulated traces derives entirely from the accuracy of the simulator, and
thus is fixed from acquisition to acquisition. A forthcoming WP2 deliverable (D2.6) will cover the topic of
simulation in more detail, while WP3 will produce, among other things, a simulator tool (D3.2, D3.4).

2.1.2 Raw trace transformations for quality improvement

One motivation for processing raw traces is to improve the ‘quality’, by which is typically meant the SNR.
Different definitions of SNR exist but almost all of them (barring the possible exceptions discussed above)
entail defining some notion of ‘signal’ — ideally, a model of the data-dependent part of the leakage, by which
the ‘noise’ (all non-exploitable variation in the measurements) can be derived via the subtraction of the fitted
values from the raw measurements. Hence prior knowledge about the expected form of the leakage is required,
implying the need for iteration via D or even A, which makes automation challenging.

Methods for improving signal quality include:

Trace alignment which uses distinctive reference patterns present in the trace measurements to remove the
effects of random offsets in the time domain. Static alignment shifts each trace by a fixed horizontal
amount; elastic alignment [47]] adjusts the corrective offset according to localised patterns. Both bene-
fit from user insight, although if appropriate feedback metrics could be devised (such as the pairwise
correlation between aligned traces), a degree of automation may be possible.

Spectrum analysis flags the important frequencies. This can help with filtering, or can feed back into an
improved measurement stage. [35]]

Filtering entails selecting frequency bands of interest and/or cutting out frequencies deemed as irrelevant
‘noise’. A detailed implementation specification, combined with output from a spectrum analysis, could
help to automate this process, but care should be taken not to inadvertently remove signal frequencies.
[14]
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Fourier transformation converts leakages into the frequency domain. In some cases this can lead to effective
attacks/detection where countermeasures have successfully prevented leakages in the time domain [39,
46]).

Averaging multiple traces associated with the same inputs (including any randomness) is a simple way to
reduce noise. This can be automated as part of the acquisition procedure, reducing the final storage
complexity. However, it is likely to be more effective if performed after some form of alignment.

The effectiveness of signal processing can depend greatly on the order in which steps are taken, and over-
processing can lead to degradation or even loss of signal, which may not become evident until attempts have
been made to characterise or exploit the signal.

2.1.3 Raw trace transformations for compression/feature selection

Another, potentially overlapping, motivation for processing raw traces is to reduce the size of the dataset prior to
a detection or attack procedure. Since the aim of such a step is to retain (or combine) trace points containing re-
levant information whilst discarding those containing mostly noise it again requires either some pre-understood
notion of ‘signal’ or iteration via D or even A.

Principal Components Analysis PCA transforms a large, possibly correlated set of variables (trace points)
into a set of linearly uncorrelated variables in decreasing order of total variation. The idea is that the first
M of these (for some carefully chosen M) are adequate for the purposes of future analysis. However, in
the side-channel setting it has been shown that, depending on the magnitude of the variation of the non-
exploitable processes, the data-dependencies may not exhibit in the high-variance components and may
be just as difficult to locate in the transformed set as in the raw set [3]]. This makes it a poor candidate for
automation, as any a priori threshold for retaining components risks discarding the relevant information
before analysis is even attempted.

PCA on the empirical means An alternative (and more popular) mean of applying PCA to trace measure-
ments is to derive the projection matrix from the empirical means associated with a byte of the input, so
that the raw traces are transformed in such a way as to maximise the data-dependent variation (rather
than the total variation) for any intermediate which is an injective function of the input byte [2]. This
approach can be relied upon to locate the relevant information in the first components, making it more
suitable for inclusion in automated procedures, but is limited in scope (i.e. it would not be suitable as a
preliminary to leakage detection) and needs to be repeated for each input byte (or intermediate) of inte-
rest. Note that, because the first component is a combination of leaking points constructed to maximise
the total variation, it typically has a stronger SNR than any one of those points taken individually, so that
PCA can be seen as a method for improving signal quality as well as reducing dimensionality.

Linear Discriminant Analysis LDA is like PCA in that it (linearly) transforms a large set of variables into a
reduced set of optimally-combined features (see [[11] for its use in SCA). However, where PCA optimises
with respect to overall variation, LDA takes information about the classes (in our case, typically the
values of an input byte) as input, and seeks to maximise the between-class and minimise the within-class
variation. In this sense, it is like an enhanced version of the above adaptation of PCA — and is likewise
limited in scope to leakage associated with the input or intermediate defining the classes. It also comes
with the additional substantial constraint that it cannot be performed on datasets with more variables (i.e.
trace points) than observations per class (i.e. measured traces per input/intermediate), so that, in practice,
it requires a priori knowledge of interesting windows [26]. This would make it awkward to incorporate
in automated procedures.

Interesting point selection A variety of methods exist for reducing trace sets only to points which contain
‘relevant’ information. These typically involve computing, for each trace point, some score indicating
‘information amount’ (SNR [27, Ch. 4], ANOVA (aka Normalised Inter-Class Variance) [6]], Sum of
Squared (T-)Differences [18]], correlation with a standard or profiled power model [7, [15], mutual infor-
mation [37]) and choosing (e.g.) the first M, or all those which exceed a certain threshold. Of course,
there is a very large overlap between these methods and the task of leakage detection. It would not be
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a good idea to perform such a step as a preliminary to detection, as the retained information is, by de-
sign, restricted in scope (to a particular input or intermediate and to leakage of the form assumed by the
selection criteria). However, the principle behind it might be useful in facilitating the automation of the
transition from detection to (targeted) attacks.

Note that all of the above methods optimise with particular targets and leakage forms in mind. Discarding
the (filtered/aligned) raw traces in favour of combined or selected features would reduce storage complexity but
would limit the scope of future analysis. Such measures are therefore more appropriately viewed as component
steps in detection and attack procedures — in which contexts, they could be safely automated as long as the
optimisation criteria matched the objectives of the procedure in question.

2.2 Detection and mapping of leakage points

We detect leaks (that is, the presence of sensitive data dependency in the trace measurements) using statisti-
cal hypothesis tests for independence. These can be based on (non-parametric) comparisons between generic
distributional features or on (parametric) comparisons between moments and related quantities, and vary in
complexity and scope depending on whether one is interested in univariate or multivariate settings. We stick
to univariate for the time being, as it poses challenges enough, the solutions to which are necessary prelimina-
ries for solving analogous challenges in the multivariate case. Section [3.1] elaborates on statistical hypothesis
testing; for the purposes of automation, the following aspects (in brief) are of particular interest:

* In order to automate any statistical test some parameters need to be known or decided beforehand.

Either: The analyst fixes the desired rate of false positives («), the desired rate of false negatives (/3),
and the minimum °‘effect size’ (i.e. the magnitude of the hypothetical difference) that the test needs
to be sensitive to, and determines the number of samples required for the test to fit those parameters.

Or: The analyst fixes «, 5 and the available number of samples, and uses these to determine the smallest
effect size which the test will be sensitive to under those parameters.

Or: The analyst fixes «, the effect size of interest, and the number of samples, and uses these to deter-
mine the power 1 — (3 of the test to detect an effect of the specified size or larger.

* Depending on the test to be automated, thought must also be given to the sample design, which needs to
be representative of the variation that the test is designed to be sensitive to. For example, in the case of a
‘specific’ test [20], the signal for a particular intermediate can be improved by fixing (for a given key) all
other bits/bytes/words of the state at that point and working backwards to identify the associated inputs.
Some test constructions, such as semi-fixed-versus-random test vector leakage assessment (TVLA) [[13],
require deriving inputs that produce the same intermediate value in some inner round.

When it comes to mapping detected leaks, automation is straightforward in the case that one is working
with an instruction level simulator (such as in [30]), as the relationship between the indices in the trace and
the instruction sequence is perfectly known. This holds true regardless of the type of test applied (i.e. specific
versus non-specific). On the other hand, in the case that one is working with traces measured from a real device,
mapping is only possible via specific tests, which inherently ensure that detected leakages are tied to known
intermediate targets (or at least to highly correlated ones).

2.3 Attacks and exploiting leakages

Assuming that an attacker or evaluator has access to the source code (or VHDL description) of a software (or
hardware) implementation, a number of options exist for automating the exploitation of the associated leakage
traces.

Leakage detection-style strategy: One approach is to mimic that of leakage detection by systematically at-
tacking all of the points in a trace using some standard attack methodology, such as difference-of-means
[23], or correlation DPA [[7] with a sensibly chosen power model (e.g. Hamming weight in the case
of software implementations, or Hamming distance in the case of hardware). Such a strategy could be
straightforwardly automated as an adaptation of an automated detection procedure, by simply replacing
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tests with actual attacks. So doing has the advantage of identifying, not just trace points which are data-
dependent in some more or less arbitrary sense, but trace points which are demonstrably vulnerable to
successful exploitation. However, it might give a misleading impression of the true vulnerability of the
implementation, as a real-life attacker might be ‘smarter’ and more resourceful in tailoring her approach,
leading to enhanced outcomes. It is also not to be relied upon as a substitute for leakage detection, as it
will only ever find points susceptible to the particular attack(s) to which the traces are subjected.

Automated profiled attacks: A higher-effort attacker could be approximated by using the output of a leakage
detection procedure as input to an automated profiling phase. For instance, if data-dependent points
can be successfully mapped to their corresponding intermediate states, the measurements at those points
could be used to then estimate conditional models of the leakages associated with particular values of
those intermediates. These could range from simple univariate conditional means, suitable for use in a
correlation attack, to multivariate Gaussian templates [9]] for use via naive Bayes classification. A poten-
tial obstacle here is that the attack traces may not be perfectly aligned with the profiling traces, rendering
the indices of the leakages learned from the detection and profiling stages unsuitable for the attack. In
this case, a degree of trace processing may need to be automated as part of the attack (parameters de-
rived from the profiling phase could be useful here). Alternatively, in the case that a correlation attack
phase suffices, the derived power models could be applied against the whole trace set as per the leakage
detection-style strategy suggested above.

Pre-defined battery of attacks: The third option is to a priori identify a set of attacks believed to be important
and to cover a good range of potential real-world threats (difference-of-means [23]], correlation with a
selection of power models [7], mutual information [17], etc). Output from automated leakage detection
and mapping procedures could then be used to help locate the target intermediates of interest in order
to reduce the computational complexity of the exploitation stage and thereby maximise the capacity
for increasing the size of the attack battery. This could be viewed as a trade-off between the above
two approaches, and describes more or less what currently happens in practice during CC/EMVCo-like
evaluations: detection and mapping are performed first, followed by a selection of relevant attacks as
identified by a recognised body such as JHAS.

For the purposes of providing guidance to evaluators, it would be useful to determine, for some suitable
example cases, the delta between the most comprehensive strategy (namely the automated profiling) and the
least (for example a single bit ¢-test applied systematically). This would give a good indication of the risks
involved in relying on the simple approach.

2.3.1 Producing attack metrics

Independently of the particular strategy, a variety of experiments might be performed in order to estimate and
report the metrics of interest. For example, once vulnerable points have been identified, the successful attacks
could be repeated with increasing numbers of traces drawn randomly from the total sample, in order to estimate
the average sample size at which the subkey is recovered, as well as the subkey guessing entropy and success
rate as the sample size increases [43]. Additionally, with a bit more computational effort the global key rank
as the sample size increases could also be estimated [3} [19, 34, 48] |49]]. From the perspective of automation,
these procedures can be easily carried out without additional inputs from the user. However, they should be
in-built with the capability to forecast the computational and memory complexity of the analysis requested, and
to make sensible default choices with regards to (e.g.) the granularity with which sample sizes are increased,
and the number of repetitions to get stable estimates.

2.3.2 Higher-order multivariate attacks

In scenarios (such as masked implementations [8]]) where sensitive data-dependencies have been successfully
eliminated from individual leakage points but still persist in joint distributions of multiple points, how to pro-
ceed depends very much on the information available to the evaluator. In the case that the randomness is fully
known, it is possible to obtain candidate tuples via univariate leakage detection and mapping. These can then
be targeted with a battery of higher-order attacks (most of which entail a pre-processing step to transform the
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multivariate leakage into a univariate quanitity [8,[31,136[]) as per the third option above. Optionally, a profiling
step could be incorporated, as per the second option [235].

However, the (unfortunately more common) case that the randomness is unknown to the evaluator becomes
a lot more challenging. The only options then available are strategies of the first type, which entail exhausti-
vely attacking all possible tuples, thereby recovering the relevant trace indices simultaneously with the target
sensitive data. (Alternatively, targeted attacks could be attempted after a multivariate detection and mapping
procedure, but this task shares the same constraints). Even in low masking orders the number of tuple candida-
tes to be attacked/tested can be impractically large, so that any automation procedure would require additional
criteria or input to enable selective targeting. Proposals exist to aid selection without exhaustive search [[16]
but these rely on heuristics and have yet to be developed and understood to the point where they could be re-
sponsibly integrated into automated workflows. Only in the case that one is working with a trace simulator is
it currently known (that we are aware) how to easily identify tuples of leakage indices corresponding to jointly
sensitive-data-dependent masks and masked intermediates [29].

3 Focus on detection and mapping of leakages

We now focus in more detail on the particular procedures commonly used to detect and map leakages, and
the requirements and challenges involved in seeking to automate these. Foundational to this discussion are the
methods and theory of statistical hypothesis testing, which we begin by overviewing in fairly general terms.
We then look at the specifics of leakage detection tests and the different forms these can take depending on the
end goal. Considerations for automation vary across these different forms and goals.

3.1 Statistical hypothesis testing

A statistical hypothesis test uses sample data to decide whether to reject one hypothesis about the underlying
population (the ‘null’) in favour of another (the ‘alternative’). It typically involves the computation of a test
statistic with a known or derivable (e.g. through randomised resampling) distribution under the null hypothesis.
If the observed value is ‘extreme’ — i.e., the probability of such a value occurring under the null hypothesis is
smaller than some fixed probability of false rejection o — then the null is rejected. Otherwise the null is ‘not
rejected’. Crucially, this is not the same as ‘accepting’ the null. For example, there may simply not be enough
data to provide conclusive evidence against it. This is why it quickly becomes important to understand the
concept of ‘statistical power’: the probability of rejecting the null in the case that the alternative hypothesis is
correct, which, for a given a, depends on the magnitude of the effect as well as the sample size. (See below for
more on power, «, effect size and sample size).

Hypothesis tests can, among other things, be used to make informed judgements about whether or not two
populations are the same, as characterised by particular parameters (e.g. in the case of the t-test [21]) or by the
empirical distribution function (e.g. two sample Kolmogorov—Smirnov [24}42]]). In particular, estimation is at
best able to acquire the underlying parameters to a certain precision; estimates from two populations are not
expected to coincide even when the parameters are the same, and the goal of hypothesis testing is to decide if
they are far enough apart to be inconsistent with an underlying match.

3.1.1 Significance level and power of a test

Since the estimate of a test statistic is itself an observation of a random variable (with a sampling distribution
of its own) conclusions drawn from statistical tests are subject to error. The decision to reject a null hypothesis
when it is in fact true is called a Type I error (a ‘false positive’). In the side-channel setting this corresponds
to finding leakage when in fact there is none. A Type II error is a failure to reject the null when it is in fact
false (a ‘false negative’), corresponding to failing to find leakage which is in reality present. The two errors
can be traded-off against one another, and mitigated (but not eliminated) by increasing the sample size and/or
choosing a more powerful test.

The relative seriousness of each error type varies by statistical application. In a leakage detection scenario,
for example, large numbers of Type I errors might be considered primarily a nuisance — as long as some of the
trace points flagged up by the analysis are indeed leaky, the test can still be used for demonstrating vulnerability.
Nonetheless it is clearly desirable to minimise the probability of such errors, and also to fix it from evaluation
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to evaluation, so as to ensure that assessments of different devices and implementations are fair. This can be
achieved by setting a suitable rate of false positives « (also called significance level) and implementing the
appropriate multiplicity corrections (we discuss this latter measure separately).

By contrast, large numbers of false negatives pose a serious problem in the leakage detection setting, where
they equate to an impression of false security. It is therefore especially desirable to minimise the probability 5 of
a Type Il error — conversely, to maximise the power 1— of a test. To assess whether an evaluation is meaningful
(especially in the case that it fails to find leakage) it is necessary to understand how ‘powerful’ the performed
tests are. Moreover, it is good practice to design tests with power in mind from the start. This entails performing
an a priori (statistical) power analysis to ascertain the sample size required to detect data-dependencies of the
expected magnitude with the required probability of success [28]. If the required probability of success is not
achievable by a given test within a feasible number of traces there is simply no point in performing the test, as
failures to find leakage will have no meaningful interpretation.

The impact of multiple testing. The current application of univariate tests to the task of leakage testing
entails performing them on each trace point separately and drawing inference on them simultaneously to arrive
at a judgement about the ‘entirety’ of the leakage produced by a device. The problem with this approach is that
a test configured to have a Type I error probability of & = 0.05 in a single instance will, in expectation, produce
at least one false positive in every twenty instances (assuming for simplicity that trace points are independent).
Given that side-channel traces can comprise many thousands of sample points, the overall probability of a Type
I error subsequently becomes extremely large.

There are two main ways of correcting for multiple tests: controlling the familywise error rate (FWER)
[22]] and controlling the false discovery rate (FDR) [4]. Both of these were discussed in the context of leakage
detection by Mather et al. [28]. To summarise, the FDR — defined as the expected proportion of all discoveries
(tests which decide to reject the null hypothesis) which are in fact false discoveries (i.e. the null was true after
all) — was deemed the more appropriate of the two for leakage detection because it retains the larger power (i.e.
it maintains a reasonable Type II error). A recent proposal [52] takes an alternative approach, which decides
to collectively reject or not reject a set of null hypotheses based on the distribution of the p-values output by
the tests performed separately. Their method appears to be more powerful than tests using the Siddk correction
[S0] to control the FWER, but the authors did not provide a comparison with tests controlling for the FDR.
Moreover, the test is unable to conclude which of the null hypotheses are untrue, just that at least one of them
is, so does not identify the location of the leakage.

3.1.2 Determining the sample size

The techniques of statistical power analysis aim at ascertaining the sample size required for a given test to
detect an effect of a certain size with a certain probability [[12]]. As mentioned above, this is key to ensuring that
the outcome of hypothesis tests (including those performed as part of leakage detection) can be meaningfully
interpreted, even in the event that the test fails to reject the null hypothesis (e.g. fails to detect leakage).

Statistical power analysis is not straightforward in the general case (more on that later), but for well-
understood scenarios such as comparisons between Gaussian means (see, e.g., TVLA [20]), it is possible to
arrive at analytical formulae. We begin with a simple visual example that illustrates the concepts of o and 3
values and their relationship to the sample size.

Consider the following two-sided hypothesis test for the mean of a Gaussian-distributed variable Y:

Ho : py = po vs. Hapt : py # po- (1)

Note that, in the leakage detection setting, where one typically wishes to test for a non-zero difference in means
between two Gaussian distributions Tr 4 and Trp, this can be achieved by defining Y = Tr4 — Trp and (via
the properties of the Gaussian distribution) performing the above test with pg = 0.

Suppose the alternative hypothesis is true and that uy = pg;. This is called a ‘specific alternativeﬂ in
recognition of the fact that it is not usually possible to compute power for all the alternatives when H ;; defines
a set or range. In the leakage detection setting one typically chooses g > 0 to be the smallest difference

2The overloading of terminology between ‘specific alternatives’ and ‘specific’ TVLA tests is unfortunate but unavoidable.
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a2 a/2

Figure 2: Figure showing the Type I and II error probabilities, o and 3 as well as the effect size pq — 1o for a
specific alternative such that t,;; > pg.

|ia — pp| that is considered of practical relevance; this is called the effect size. Without loss of generality, we
suppose that pqy > Lo.

Figure [2] illustrates the test procedure when the risk of a Type I error is set to « and the sample size
is presumed large enough (typically n > 30) that the distributions of the test statistic under the null and
alternative hypotheses can be approximated by Gaussian distributions. The red areas together sum to «; the
blue area indicates the overlap of Hy and H,;; and corresponds to 3 (the risk of a Type II error). The power of
the test — that is, the probability of correctly rejecting the null hypothesis when the alternative in true — is then
1 — 3, as depicted by the shaded area.

There are essentially three ways to increase the power of the test. One is to increase the effect size of interest
which, as should be clear from Figure 2] serves to push the distributions apart, thereby diminishing the overlap
between them. Another is to increase « — that is, to make a trade-off between Type II and Type I errors — or
(if appropriate) to perform a one-sided test, either of which has the effect (in this case) of shifting the critical
value to the left so that the shaded region becomes larger. (In the leakage detection case the one-sided test is
unlikely to be suitable as differences in either direction are equally important and neither can be ruled out a
priori). The third way to increase the power of the test, which is less obvious from Figure [2] is to increase the
sample size for the experiment. This reduces the sampling variance of the test statistic, thereby ‘squeezing’ the
distributions towards their means resulting in a smaller overlap without compromising on the effect size.

Suppose you have an effect size in mind — based either on observations made during similar previous
experiments, or on a subjective value judgement about how large an effect needs to be before it is practically
relevant (e.g. the level of leakage which is deemed intolerable) — and you want your test to have a given
confidence level o and power 1 — 3. The relationship between confidence, power, effect size and sample size
can then be used to derive the minimum sample size necessary to achieve this.

The details of the argumentation that now follows are specific to a two-tailed ¢-test, but the general pro-
cedure can be adapted to any test for which the distribution of the test statistic is known under the null and
alternative hypotheses.

For the sake of simplicity (i.e. to avoid calculating effectively irrelevant degrees of freedom) we will as-
sume that our test will in any case require the acquisition of more than 30 observations, so that the Gaussian
approximations for the test statistics hold as in Figure [2] Without loss of generality we also assume that the
difference of means is positive (otherwise the sets can be easily swapped). Finally, we assume that we seek to
populate both sets with equal numbers n = |Tr|/2 of observed traces.

Theorem 1. Let Tr4 be a set of traces of size n/2 drawn via repeat sampling from a normal distribution

N(pa, 0124) and Trp be a set of traces of size n/2 drawn via repeat sampling from a normal distribution
N(ug, a%). Then, in a two-tailed test for a difference between the sample means:

Ho: pa = pp vs. Hu: pa # ps, (2)

in order to achieve significance level oo and power 1 — (3, the overall number of traces n needs to be chosen
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such that:

(Zay2 + z8)* - (04% + 0B?)

n>2-
(1A — pB)?

3)

Deriving n in practice Of course, except in the rare case that the true population parameters 2, 1%, 0% and
a% are known (implying that empirical analysis is anyway something of a redundant exercise), expression H
doesn’t give a definitive solution for the sample size but rather an aid to informed planning based on conjectu-
res about the distributions and evidence (such as suitable values for the variance and effect size) gathered from
previous experiments. It is generally recommended to choose conservative values, e.g. the largest of previously
observed variances, and the smallest effect size, and ideally to provide a sensitivity analysis by reporting out-
comes under different choices. Alternatively, the effect size can be chosen based on a priori beliefs about what
would constitute a practically meaningful difference. In a medical statistics setting, for example, a practically
meaningful effect might be the expected impact required from a treatment before it is considered cost efficient.
The idealised correlative in cryptography might be how much information can be leaked from a side-channel
before the theoretical security level (e.g. in terms of bits) is reduced below an acceptable threshold, although
this would require knowing how to interpret the test statistic in terms of bits of security. (This may be possible
in the context of mutual information tests, but is unlikely to be straightforward).

Deriving n in the general case Since statistical power analysis requires characterising the test statistic distri-
butions under both the null and a specific alternative hypothesis, it is non-straightforward in all but the simplest
of cases. Sample size and power derivations for quantities such as mutual information typically rely on methods
such as randomised resampling [28]], which can provide useful (and hopefully transferable) insights, but do not
permit the type of quick and cheap preliminary computations that incorporate neatly into automated procedures.

3.1.3 Implications for automation

In summary, and to reiterate Section (semi-)automating a statistical test for the purposes of leakage de-
tection might proceed as follows:

* The user provides, as input, an acceptable rate of false positives «, a desired power 1 — 3, an expected
2

(or interesting) effect size ;14 — pp, and their best knowledge of the population variance o~.
* The procedure computes the per-test significance level afpe; sy cOrresponding to the false discovery rate
implied by « for the number of tests to be performed.

* The procedure computes (and outputs) the sample size required for the test to have the desired power

1-5.
* The procedure then awaits input of the acquired data before performing the analysis.

It is unfortunate that this sequence requires a break from the detection procedure D in order to return to
the measurement phase M. An alternative which avoids this would be to fix the sample size according to the
acquisition, and rearrange the computations in Section to instead output either: the minimum effect size
that the test would have the stated power to detect; or, the power with which the test would be able to detect
the stated effect size. This would aid interpretation of the results in the case that the tests do not reject the null.
With all these options, more needs to be done to address how best to understand and/or set effect sizes in the
context of leakage detection.

A tempting ‘solution’ to the effect size problem is to estimate it from the test data. This amounts to “post
hoc’ power analysis [45]] — a practice strongly advised against in the statistical literature. It is essentially a form
of circular reasoning, and it is those cases where power diagnostics are most needed (namely those where the
test fails, because the estimated difference was too small) where it produces the most meaningless results.

Of course, once meaningful parameters have been decided on for a given test scenario, they can be provided
to all future measurements so that repeated experiments can be performed without interruption.
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3.2 How to choose o and

For a given sample size and effect size one essentially trades-off between Type I and Type II errors. Choosing «
and S thus requires understanding the relative undesirability of these for a particular application. For example,
in a medical statistics setting, false negatives might be of considerably more concern than false positives,
particularly in a screening procedure designed to select at-risk patients for the purposes of further testing.

In the case of leakage detection, we argue that the various different methods can be placed into four cate-
gories that are distinctive in their intent and purpose, and that the appropriate error trade-off varies across these
differing goals.

3.2.1 Four goals of leakage detection

Certifying vulnerability: Find a leak in at least one trace point. A test with high confidence is required for
this purpose, to avoid flagging information leaks where there are none. Any method can, in principle, be
used for this task provided the Type I error is adequately controlled for.

Certifying security: Find no leaks having tested thoroughly. Procedures for this either have to test all interme-
diate values exhaustively, or make no assumptions about intermediate values. (The only two candidates
in this latter category, as far as we are aware, are called the continuous mutual information (CMI) test
[10], and the non-specific ¢-test [20]; see Section[3.3.T|below for details). They need to be able to identify
leaks which are present in first and higher-order moments, but ideally should not be restricted to testing
moments at all (as in the case of CMI). In this setting the important thing is to guarantee a high power
(i.e. a low risk of Type II errors) which can be achieved by choosing an appropriate sample size for the
expected effect size. Only then can a failure to reject the null of ‘no leakage’ be interpreted as any sort
of reassurance about the true security of the device.

Demonstrating an attack: Map a leaking point (or tuple) to its associated intermediate state(s) and perform
an attack. Typically it is of interest to report attack outcomes and/or projections derived from those
outcomes, such as the number of traces required for key recovery, and/or the global key rank for a given
sample size. ‘Specific’ tests such as round output/S-box TVLA with random inputs [20]] or the normalised
inter-class covariance (NICV; see Section [6] are the most natural choices with this goal in mind
as they reveal target values as part of their usual output. False positives are especially undesirable as they
represent wasted effort in the attack phase; thus it is necessary to carefully control for the Type I error.

Highlighting vulnerabilities: Map all exploitable leakage points to their associated intermediate states in or-
der to guide designers seeking to secure the device. This has something in common with certifying secu-
rity, as both require an ‘exhaustive’ analysis, and something in common with demonstrating an attack, as
both require being able to locate the source of the leakage — suggesting the need for ‘specific’ tests, but
lots of them. False negatives are of greater concern than false positives as they represent vulnerabilities
that will remain unfixed, so the risk of Type II errors needs to be kept low.

Clearly, highlighting vulnerabilities is the most ambitious of these goals: it demands a large number of
statistical tests and also potentially requires large numbers of measurements due to the link between power and
sample size.

3.3 Statistical methods for detection

All of the various proposals for leakage detection essentially have their basis in statistical hypothesis testing,
although many have not been formalised as such and have tended to be applied in a more ad-hoc manner.
However, correct and careful formalisation is necessary if the tests are to be automated in a manner that ensures
fair and consistent evaluations across devices and leakage scenarios.

Common methods can be classified into ‘arbitrary’ (or ‘non-specific’) tests, aimed at detecting sensitive
leakages of any form without necessarily being able to link them back to the operations producing them, and
‘specific’ tests, which target particular intermediates of interest. As briefly discussed in Section [3.2.1] above,
neither type of test (even if applied comprehensively) can alone suit the needs of all the different potential goals
of an evaluation process, so that both have roles to play.
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3.3.1 Detecting arbitrary leaks

An ‘ideal’ arbitrary leakage detection would be one that tested the null hypothesis of independence between the
side-channel trace and the sensitive data, versus the alternative that they are related, without further specifying
the form of that relationship or relying on particular features of the algorithm. Such a situation-agnostic method
would require virtually no input from the user aside from the traces, the sensitive data, and the parameters to
achieve the desired Type I and Type II error rates, and would thus be an excellent candidate for automation.

However, this ideal is not fully realisable in practice: performing a hypothesis test requires the formulation
of a test statistic that can be computed from the data sample and that has a known distribution under the
null. (Meanwhile, evaluating the statistical power of the test requires also knowing the distribution under the
alternative). This inevitably constrains the scope of the test, and also increases the burden on the user to provide
additional information.

The most popular proposals aiming towards arbitrary detection are as follows:

Continuous Mutual Information (CMI) The CMI test [10] computes the mutual information between (bytes
of) sensitive data and the points in the trace, and uses randomised resampling to approximate the ‘zero
M’ distribution, thus enabling inference about whether or not the observed quantities are significantly
different from zero. Used in this manner, CMI is only able to detect leakages that exhibit before the
cryptographic scheme performs ‘mixing’ operations. Still, of all currently available options, it imposes
the fewest additional constraints on what can be detected, at the cost of having by far the highest com-
putational and data costs [28]. Automation of this test would be challenging, due to the absence of neat
analytical formulae for the power and sample size computations (arising from the difficulty of characteri-
sing the distribution under the alternative hypothesis). However, (non-automated) experimental analysis
in well-understood representative scenarios, similar to the approach taken in [28]], might produce para-
meters that can be safely re-used in future leakage detection tests.

Normalised Inter-Class Variance (NICV) This proposal (by Bhasin et al. [6]) is essentially an ANalysis Of
VAriance (ANOVA) test against each point in the traces. Traces are partitioned according to a given
portion of the input (usually a byte) and the ratio of explained-to-unexplained variation is computed.
If the noise is Gaussian and the same magnitude for all classes, this quantity is known to have an F-
distribution under the null hypothesis that the measurements do not depend on the partition, giving rise
to a criterion for deciding on the presence of leakage (under some reasonable assumptions). Whilst
not as comprehensive in scope as CMI (in particular, it is only able to detect differences in the first
moments of the trace partitions, and remains sensitive only to pre-mixing operations) it can be far more
efficiently computed and utilises known distributions in the decision criteria, thus avoiding the need
for costly resampling methodologies. Statistical power analysis is likely to be more straightforward for
ANOVA than for CMI, though the side-channel literature currently lacks an attempt to establish analytical
formulae in this setting, which would be a useful next step towards automation.

Correlation test A similar approach to the above is to compute input-byte-dependent means at each point
and to correlate them with the raw traces [15)]. Intuitively, this also gives a measure of the extent to
which the data ‘explains’ the measurements. If one is willing to assume that the traces and the fitted
means have a bivariate Gaussian distribution, a formal hypothesis test can be constructed via Fisher’s
z-transform, which has an approximate standard normal distribution under the null hypothesis of zero
correlation. Statistical power analysis is again lacking so far in the side-channel literature; it might be
useful to explore which of correlation and NICV can be most readily automated in that regard.

Fixed-versus-random ¢-test The fixed-versus-random test is one of the many ¢-test-based proposals of Good-
will er al. collectively referred to as ‘Test Vector Leakage Assessment’ (TVLA) methodology [20].
Unlike the previous examples, it aims to capture differences induced by a change in the full input in one
go, rather than testing separately for differences induced by changes in enumerable portions of the input.
It does so by generating two (randomly interleaved) leakage sets: one corresponding to a single fixed
input, the other to randomly generated input. A ¢-test is then performed to decide whether or not (and at
which points in the trace) the two sets have statistically significant means. The relative ease of perfor-
ming statistical power analysis for ¢-tests makes it much easier to envisage the fixed-versus-random test
as an automated procedure, although it imposes very particular requirements on the measurement stage,
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and results in tailored acquisitions that are not necessarily transferable to other tasks. Another drawback
is that it inevitably covers only a tiny part of a very large sample space. (The ‘fixed’ acquisition, for ex-
ample, represents the leakage distribution for just one of a possible 2° x 2° possible (input,key) pairs). It
is advised to repeat the test with different fixed inputs; additional assumptions on the form of the leakage
(such as ‘equal images under different subkeys’ [40]) reduce the de facto sample space, but the extent
to which a small number of test cases can be trusted to represent device operation in the general case
is open to question. This gives rise to the call for automated tests to be equipped with some means of
reporting an indication of the ‘coverage’ they achieve (possibly a range of scores under different sets of
assumptions) — a notion we discuss in Section|3.4

3.3.2 Detecting specific leaks

An advantage shared by the above approaches is that they minimise the number of different tests needing
to be performed, as well as the requirement for detailed knowledge of the implementation. They are ideal
if the goal of the evaluator is merely to certify vulnerability or to certify security. However, if the goal is
instead to demonstrate a successful attack or to map the leakages to corresponding intermediate values, a so-
called ‘specific’ test is needed, which looks directly for associations between the measured leakages and known
intermediates. (The latter can be computed as long as the evaluator has access to the key, the inputs, and any
randomness).

Goodwill et al. propose, for example, to perform t¢-tests on partitions constructed around known interme-
diate bits arising from random inputs, or around known bytes in a ‘one value versus all other values’ manner
[20].

The NICV and correlation tests described above can be easily adapted to this ‘specific test’ setting, reducing
the number of different tests needing to be performed in order to get reasonable coverage of the many potentially
leaking states. (For example, in the latter case one F-test readily replaces 2% separate ¢-tests, and is more
statistically rigorous).

Note that all of these tests are once more only able to capture data-dependencies that exhibit in the first
moment of the trace distribution, and that they all depend to a greater or lesser extent on the assumption of
normality.

As previously, the t-test based methods are most suited to automation, as the sample size computations are
well understood in this case.

3.3.3 Higher-order moment-based detection

With the exception of CMI, all of the tests described above are sensitive only to information leaks which
manifest in the first moment (i.e. the mean) of the partitioned traces. A popular solution for detecting higher-
order data dependencies (arising, for example, from masking countermeasures [8]]) is to process the raw traces
in such a way as to ‘shift’ the information down from the higher-order moments into the mean of the resulting
new distribution [41]]. In the case that the higher-order data-dependencies reside in the univariate distributions
of individual points (as has been observed of hardware masking) this can be achieved by raising (de-meaned)
trace points to some respective power. Where the data dependencies occur instead in joint distributions (e.g. in
the case of software masking), it entails multiplying tuples of distinct (de-meaned) points.

The quantities produced by either of these two procedures will have distributions that are distinctly not
normal, violating the assumptions of the ¢-test in increasing measure as the number of multiplications increases.
With a large enough number of traces, we can still expect that the distribution of the average in a standard
distance-of-means test will itself tend to normality (by the central limit theorem), which is why in practical
papers these methods perform reasonably well.

However, sound automation (we have argued) requires performing statistical power analysis so that, in
the event the test fails to detect leakage, we can have some confidence that it is not simply a consequence
of insufficient data. Unfortunately, our analytical formula 3] relies heavily on those assumptions of normality
which have been inevitably violated by the multiplications. Thus, new sample size formulae need to be derived
in order to safely automate ¢-tests on processed traces. This remains an avenue for future work.

The task of testing joint moments carries the additional challenge of efficiently searching all possible tuples,
or of safely pre-selecting a reduced set of candidates without losing important information. More work needs
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to be done from a methodological perspective before discussions can be had about appropriate automation of
such procedures.

3.4 Determining ‘coverage’

We have already seen that interpreting the outcome of a detection test can be difficult, especially if it fails to
find any leakage. Is the implementation therefore invulnerable, or is it simply that we chose the wrong attacks,
targeted the wrong values, and/or failed to acquire enough trace measurements to confidently reject the null? In
addition to correctly controlling for Type I and Type II errors (which guards against the latter possibility), any
automated procedure needs to be able to output some meaningful indication of the extent to which all possible
avenues have been explored. This can be seen as analogous to the idea of ‘coverage’ in code testing [32].

Typical metrics in this setting include code coverage (have all lines of code been touched by the test pro-
cedure?), function coverage (has each function been reached?), and branch coverage (have all branches been
executed?) [[1]. In a hardware setting one might alternatively (or additionally) test for toggle coverage (have all
binary nodes in the circuit been switched?) [44]]. The appropriate choice of coverage metric can also depend
on whether one assumes white- or black-box testing. The given examples all stem from white-box testing as
they evidently assume access to the code. In the context of leakage detection, we could intuitively strive to ‘test
all intermediate values’ that are created, which extends the idea of code coverage by making it explicit that in
each line of code, one or several values are being touched and thus potentially leaked on. In black-box testing,
lacking knowledge of and access to the source code, coverage tends to be defined in functional terms. Hence in
this case, we could intuitively strive to ‘test all input combinations’ for leakage.

It is not always clear from the existing literature whether leakage detection is/should be considered a white-
or a black-box pursuit. Within some specific evaluation schemes, e.g. Common Criteria, it is made explicit:
for higher security levels, white-box testing becomes a necessity (excluding some hardware scenarios where it
is simply not possible to access randomness). Under such conditions, it might be tempting to believe that it is
(theoretically) possible to test leakages exhaustively.

However, leakage detection gives rise to unique challenges by comparison with the general software testing
scenario, in that we are not aiming for a property which is present (or not) in a single line of code, or in a single
function/unit at a time. The relationship between sensitive intermediates and side-channel leakage is potentially
highly involved, even when examined at a single instance, with previous code, current and previous data (i.e. the
‘state’ that the device is in), as well as environmental factors all bringing an influence to bear (although we tend
to ignore the latter based on the assumption that they amount to independent noise). Thus the simple-looking
definition of single-point leakage that we gave earlier, tr = L o f(x) + ¢, is somewhat deceptive because L is
in fact a complex function for many of the devices that we care about (see previous work on profiling [30]).

3.4.1 Coverage based on inputs

In settings where we do not want to make any assumptions about the internal working principles of a device,
we are only able to formulate leakage detection tests based on inputs (outputs). An exhaustive evaluation
would require running a statistical hypothesis test for each possible combination of inputs and keys (to the
device/component performing the cryptographic procedure): i.e. V(x1,22) € X x X and k € K one would
test a null hypothesis of the form (e.g.) tr(x1,k) = tr(ze, k) or CMI(x, k) = 0. This is clearly infeasible
in practice and thus all suggestions in the literature imply a compromise to a greater or lesser extent. E.g. the
fixed-vs-random test [20] suggests to collect one set of data for a fixed 16-byte (in the case of AES) input and
another where the 16-byte input is chosen to vary at random. A variation [[15] suggests to acquire trace sets for
two fixed inputs and to test for differences between these, which can be more efficient (in terms of the sample
size needed to detect). Clearly, should such a test reject the null hypothesis of equal means, one has successfully
certified the presence of leakage. However, what can reasonably be concluded if such a test does not detect
a difference? Choosing a single fixed input along with a fixed key means that of the total 2'28 . 2128 possible
combinations of (z, k), only one has been sampled. In the fixed-versus-random case the other, ‘random’ sample
still has a fixed key, so that in effect it is drawn uniformly from a greatly restricted subspace (of size 2'2%) of
the same total population; moreover, depending on how prevalent vulnerabilities are supposed to be across the
subspace, the sample size may or may not be large enough to be considered ‘representative’. In short, the
fixed-versus-random test (and even more so the fixed-versus-fixed variant) provides extremely poor coverage
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of the input space, even if repeated with multiple input values, and even assuming that we have ‘equal images
under different subkeys’ (EIS, [40]). It is also only sensitive to leakages in the first central moment — an aspect
of ‘coverage’ which would not be reflected in an input-based score.

The CMI test has the advantage of capturing arbitrary (univariate) leakages (i.e. not merely those exhibiting
in the central moments) and draws on a smaller de facto population as it tests directly for the relationship
between a given input byte and the leakage without reference to a particular fixed input. However, unless
we assume EIS, it is still testing only a small portion of the overall space since the computations are again
necessarily with respect to a fixed key (or alternatively plaintext).

Since full input coverage is not a realistic aspiration, a useful output from an automated detection procedure
might be the size of the de facto input space under a range of different assumptions about the form of the leakage
(e.g. EIS), contrasted with the size of the sample tested in the analysis.

3.4.2 Coverage based on intermediate values

Given access to a description of the internal workings of a device, it becomes possible to formulate leakage
detection tests based on intermediate values that we know to be present. Leveraging the t-test in this context
entails partitioning the traces according to the value of a particular bit of the intermediate state — examples
of what the TVLA framework describes as ‘specific’ tests, in contrast to the ‘generic’ fixed-vs-random appro-
ach [20]. A comprehensive evaluation of this type would require thus testing every single bit of every single
intermediate. It might be tempting to assume that significantly better coverage can be achieved in this way
than via tests that make no assumptions about the intermediates. However, our continued reliance on the ¢-test
means that we are, by construction, incapable of recognising any leaks that are not contained in the first central
moments of the partitions, e.g. leaks that are produced by crosstalk between bus wires, or transitions between
consecutive states, and therefore require taking the interaction between bits into account. Using the CMI test
overcomes this limitation in the first example, but not the second (unless the mutual information takes as input
the XOR of consecutive bytes instead of the bytes themselves).

As with the above, in the interests of transparency an automated procedure based on ‘specific’ tests might
output a summary of the number of intermediates touched by the test relative to the number untouched. The
implications of such a metric depend again on the assumptions made about the leakage as well as the adversarial
model of interest. For example, standard DPA typically targets the first and/or the last round (or two rounds,
in the case of AES-256), where the intermediates depend on enumerable portions of key material (with some
reliance on already recovered results in the two round case). Leakage of inner round intermediates may not be
considered relevant against such an adversary, due to the difficulty of hypothesising over candidate values. This
would reduce the effective denominator of the coverage metric.

3.4.3 Coverage based on leakage models

The most sophisticated reasoning for the quality of a leakage detection procedure can be made when some
profiling information is available. Such a setting could be compared to functional testing, in which a developer,
based on detailed understanding of the implementation, is able to design specific corner cases expected to
produce ‘interesting’ behaviour. For instance, a leakage detection approach tailored for implementations on
an ARM Cortex MO [30] might aim to test specifically for Hamming-distance leakage in the case of specific
assembly sequences (using e.g. a specific ¢t-test or CMI). To do so would not increase the extent of the coverage,
but it would improve the quality of the informed reasoning about that extent.
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